**WHAT IS C ?**

**C language** is a general purpose and structured pragramming langauge developed by 'Dennis Ritchie' at AT &T's Bell Laboratories in the 1972s in USA.

It is also called as 'Procedure oriented programming language.'

C is not specially designed for specific applications areas like COBOL (Common Business-Oriented Language) or FORTRAN (Formula Translation). It is well suited for business and scietific applications. It has some various features like control structures, looping statements, arrays, macros required for these applications.

The C language has following numorous features as:

* Portability
* Flexibility
* Effectiveness and efficiency
* Reliability
* Interactivity

### EXECUTION OF C PROGRAM :

C program executes in following 4 (four steps).

![C program execution steps](data:image/png;base64,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)

1. **Creating a program :**

An editor like notepad or wordpad is used to create a C program. This file contains a source code which consists of executable code. The file should be saved as **'\*.c'** extension only.

1. **Compiling the program :**

The next step is to compile the program. The code is compiled by using compiler. Compiler converts executable code to binary code i.e. object code.

1. **Linking a program to library :**

The object code of a program is linked with libraries that are needed for execution of a program. The linker is used to link the program with libraries. It creates a file with **'\*.exe'** extension.

1. **Execution of program :**

The final executable file is then run by dos command prompt or by any other software.

# HISTORY OF C :

|  |  |  |
| --- | --- | --- |
| **Year of Establishment** | **Language Name** | **Developed By** |
| 1960 | ALGOL-60 | Cambridge University |
| 1963 | CPL (Combined Programming Language) | Cambridge University |
| 1967 | BCPL (Basic Combined Programming Language) | Martin Richard at Cambridge University |
| 1970 | B | Ken Thompson at AT & T's Bell Laboratories. |
| 1972 | C | Dennis Ritchie at AT & T' Bell Laboratory. |

The development of C was a cause of evolution of programming languages like Algol 60, CPL (Combined Programming Langauge), BCPL (Basic Combined Programming Language) and B.

* **Algol-60 : (1963)**

ALGOL is an acronym for Algorithmic Language. It was the first structured procedural programming language, developed in the late 1950s and once widely used in Europe. But it was too abstract and too general structured langauage.

* **CPL : (1963)**

CPL is an acronym for Combined Programming Language. It was developed at Cambridge University.

* **BCPL : (1967)**

BCPL is an acronym for Basic Combined Programming Language. It was developed by Martin Richards at Cambridge University in 1967. BCPL was not so powerful. So, it was failed.

* **B : (1970)**

B language was developed by Ken Thompson at AT & T Bell Laboratories in 1970. It was machine dependent. So, it leads to specific problems.

* **C : (1972)**

'C' Programming Langauage was developed by Dennis Ritchie at AT & T Bell Laboratories in 1972. This is general purpose, compiled, structured programming langauage. Dennis Ritchie studied the BCPL, then improved and named it as 'C' which is the second letter of BCPL.

# STRUCTURE OF C PROGRAM

The basic **structure of C program** is as follow:

Document Section

Links Section (File)

Definition Section

Global variable declaration Section

void main()

{  
    Variable declaration section  
    Function declaration section  
    executable statements;  
}

Function definition 1

---------------------

---------------------

Function definition n

where,

**Document Section :** It consists of set of comment lines which include name of a program, author name, creation date and other information.

**Links Section (File) :** It is used to link the required system libraries or header files to excute a program.

**Definition Section :** It is used to define or set values to variables.

**Global variable declaration Section :** It is used to declare global or public variable.

**void main() :** Used to start of actual C program. It includes two parts as declaration part and executable part.

**Variable declaration section :** Used to declare private variable.

**Function declaration section :** Used to declare functions of program from which we get required output.

Then, executable statements are placed for execution.

**Function definition section :** Used to define functions which are to be called from main().

# CHARACTER SET :

A character refers to the digit, alphabet or special symbol used to data represetation.

1. Alphabets :                 A-Z, a-z
2. Digits :                       0-9
3. Special Characters :    ~ ! @ # $ % ^ & \* ( ) \_ + { } [ ] - < > , . / ? \ | : ; " '
4. White Spaces :            Horizontal tab, Carriage return, New line, form feed

### IDENTIFIER :

Identifier is the name of a variable that is made up from combination of alphabets, digits and underscore.

### VARIABLE :

It is a data name which is used to store data and may change during program execution. It is opposite to constant. Variable name is a name given to memory cells location of a computer where data is stored.

**RULES FOR VARIBALES:**

* First character should be letter or alphabet.
* Keywords are not allowed to use as a variable name.
* White space is not allowed.
* C is case sensitive i.e. UPPER and lower case are significant.
* Only underscore, special symbol is allowed between two characters.
* The length of indentifier may be upto 31 characters but only only the first 8 characters are significant by compiler.
* (Note: Some compilers allow variable names whose length may be upto 247 characters. But, it is recommended to use maximum 31 characters in variable name. Large variable name leads to occur errors.)

### KEYWORDS :

* Keywords are the system defined identifiers.
* All keywords have fixed meanings that do not change.
* White spaces are not allowed in keywords.
* Keyword may not be used as an indentifier.
* It is strongly recommended that keywords should be in lower case letters.
* There are totally **32 (Thirty Two) keywords** used in a C programming.

|  |  |  |  |
| --- | --- | --- | --- |
| int | float | double | long |
| short | signed | unsigned | const |
| if | else | switch | break |
| default | do | while | for |
| register | extern | static | struct |
| typedef | enum | return | sizeof |
| goto | union | auto | case |
| void | char | continue | volatile |

### 

### ESCAPE SEQUENCE CHARACTERS (BACKSLASH CHARACTER CONSTANTS) IN C:

C supports some special escape sequence characters that are used to do special tasks.

These are also called as 'Backslash characters'.

Some of the escape sequence characters are as follow:

|  |  |
| --- | --- |
| **Character Constant** | **Meaning** |
| \n | New line (Line break) |
| \b | Backspace |
| \t | Horizontal Tab |
| \f | Form feed |
| \a | Alert (alerts a bell) |
| \r | Carriage Return |
| \v | Vertical Tab |
| \? | Question Mark |
| \' | Single Quote |
| \'' | Double Quote |
| \\ | Backslash |
| \0 | Null |

# CONSTANTS IN C :

A constant is an entity that doesn't change during the execution of a program.

Followings are the different types of constants :

## 1. Real Constant :

* It must have at least one digit.
* It must have a decimal point which may be positive or negative.
* Use of blank space and comma is not allowed between real constants.
* Example:

+194.143, -416.41

## 2. Integer Constant :

* It must have at least one digit.
* It should not contain a decimal place.
* It can be positive or negative.
* Use of blank space and comma is not allowed between real constants.
* Example:

1990, 194, -394

## 3. Character Constant :

* It is a single alphabet or a digit or a special symbol enclosed in a single quote.
* Maximum length of a character constant is 1.
* Example:

'T', '9', '$'

## 4. String Constant :

* It is collection of characters enclosed in double quotes.
* It may contain letters, digits, special characters and blank space.
* Example:

"Technowell Web Solutions, Sangli"

# DATA TYPES IN C :

"Data type can be defined as the type of data of variable or constant store."

When we use a variable in a program then we have to mention the type of data. This can be handled using data type in C.

Followings are the most commonly used data types in C.

|  |  |  |  |
| --- | --- | --- | --- |
| **Keyword** | **Format Specifier** | **Size** | **Data Range** |
| char | %c | 1 Byte | -128 to +127 |
| unsigned char | <-- -- > | 8 Bytes | 0 to 255 |
| int | %d | 2 Bytes | -32768 to +32767 |
| long int | %ld | 4 Bytes | -231 to +231 |
| unsigned int | %u | 2 Bytes | 0 to 65535 |
| float | %f | 4 Bytes | -3.4e38 to +3.4e38 |
| double | %lf | 8 Bytes | -1.7e38 to +1.7e38 |
| long double | %Lf | 12-16 Bytes | -3.4e38 to +3.4e38 |

## QUALIFIER :

When qualifier is applied to the data type then it changes its size or its size.

Size qualifiers : **short, long**

Sign qualifiers : **signed, unsigned**

## ENUM DATA TYPE :

This is an user defined data type having finite set of enumeration constants. The keyword 'enum' is used to create enumerated data type.

Syntax:

enum [data\_type] {const1, const2, ...., const n};

Example:

enum mca(software, web, seo);

## TYPEDEF :

It is used to create new data type. But it is commonly used to change existing data type with another name.

Syntax:

typedef [data\_type] synonym;

OR

typedef [data\_type] new\_data\_type;

Example:

typedef int integer;  
integer rno;

# OPERATORS IN C :

"Operator is a symbol that is used to perform mathematical operations."

When we use a variable in a program then we have to mention the type of data. This can be handled using data type in C.

Followings are the most commonly used data types in C.

|  |  |
| --- | --- |
| **Operator Name** | **Operators** |
| Assignment | = |
| Arithmetic | +, -, \*, /, % |
| Logical | &&, ||, ! |
| Relational | <, >, <=, >=, ==, != |
| Shorthand | +=, -=, \*=, /=, %= |
| Unary | ++, -- |
| Conditional | ()?:; |
| Bitwise | &, |, ^, <<, >>, ~ |

|  |  |  |
| --- | --- | --- |
| |  |  | | --- | --- | | |  | | --- | | [1. Assignment Operator](javascript:%20void%200;) | | |

|  |  |  |
| --- | --- | --- |
| |  |  | | --- | --- | | |  | | --- | | [2. Arithmetic Operators](javascript:%20void%200;) | | |

|  |  |  |
| --- | --- | --- |
| |  |  | | --- | --- | | |  | | --- | | [3. Logical Operators](javascript:%20void%200;) | | |

|  |  |  |
| --- | --- | --- |
| |  |  | | --- | --- | | |  | | --- | | [4. Relational Operators](javascript:%20void%200;) | | |

|  |  |  |
| --- | --- | --- |
| |  |  | | --- | --- | | |  | | --- | | [5. Shorthand Operators](javascript:%20void%200;) | | |

|  |  |  |
| --- | --- | --- |
| |  |  | | --- | --- | | |  | | --- | | [6. Unary Operators](javascript:%20void%200;) | | |

|  |  |  |
| --- | --- | --- |
| |  |  | | --- | --- | | |  | | --- | | [7. Conditional Operator](javascript:%20void%200;) | | |

|  |  |  |
| --- | --- | --- |
| |  |  | | --- | --- | | |  | | --- | | [8. Bitwise Operators](javascript:%20void%200;) | | |

# OPERATORS PRECEDENCE AND ASSOCIATIVITY :

In C, each and every operator has a spcial precedence which is associated with it. There are various levels of precedence. This precedence is especially used to determine to evaluation of expression which has more than one operator in it. The operators which has higher precedence are executed first and vice-versa. Operators which has same precedence level are evaluated from left to right. It is dependant on it's level. This feature is well known as **'Associativity of an operator.'**

|  |  |  |
| --- | --- | --- |
| **Associativity** | **Operator** | **Description** |
| Left to Right | () | Function |
| [] | Array |
| --> | Pointer to member |
| . | Structure |
|  | | |
| Right to left | - | Unary Minus |
| + | Unary Plus |
| ++ / -- | Increment/Decrement |
| ~ | One's Complement |
| & | Address of |
| (type) | Type casting |
| sizeof | Size (in bytes) |
| ! | Logical Not |
| \* | Pointer reference |
|  | | |
| Left to Right | \* | Multiplication |
| / | Division |
| % | Modulus |
|  | | |
| Left to Right | + | Addition |
| - | Subtraction |
|  | | |
| Left to Right | << | Left Shift |
| >> | Right Shift |
|  | | |
| Left to Right | < | Less than |
| <= | Less than or equal to |
| > | Greater than |
| >= | Greater than or equal to |
|  | | |
| Left to Right | == | Equality |
| != | Not Equal to |
|  | | |
| Left to Right | & | Bitwise AND |
|  | | |
| Left to Right | ^ | Bitwise XOR |
|  | | |
| Left to Right | | | Bitwise OR |
|  | | |
| Left to Right | && | Logical AND |
|  | | |
| Left to Right | || | Logical OR |
|  | | |
| Left to Right | ? : | Conditional Operator |
|  | | |
| Right to Left | =  \*=  += | Assignment |
|  | | |
| Left to Right | , | Comma |

**Precedence and Associativity of operators**

# DECISION MAKING STATEMENTS / CONDITIONAL STATEMENTS :

C program executes program sequentially. Sometimes, a program requires checking of certain conditions in program execution. C provides various key condition statements to check condition and execute statements according conditional criteria.

These statements are called as 'Decision Making Statements' or 'Conditional Statements.'

Followings are the different conditional statements used in C.

1. [If Statement](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/if-statement.asp)
2. [If-Else Statement](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/if-else-statement.asp)
3. [Nested If-Else Statement](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/nested-if-else-statement.asp)
4. [Switch Case](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/switch-case.asp)

# IF STATEMENT :

This is a conditional statement used in C to check condition or to control the flow of execution of statements. This is also called as 'decision making statement or control statement.' The execution of a whole program is done in one direction only.

**Syntax:**

if(condition)

{

statements;

}

In above syntax, the condition is checked first. If it is true, then the program control flow goes inside the braces and executes the block of statements associated with it. If it returns false, then program skips the braces. If there are more than 1 (one) statements in if statement then use { } braces else it is not necessary to use.

#### Program :

/\* Program to demonstrate if statement.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int a;

a=5;

clrscr();

if(a>4)

printf("\nValue of A is greater than 4 !");

if(a==4)

printf("\n\n Value of A is 4 !");

getch();

}

#### Output :

Value of A is greater than 4 !\_

# IF-ELSE STATEMENT :

This is also one of the most useful conditional statement used in C to check conditions.

**Syntax:**

if(condition)

{

true statements;

}

else

{

false statements;

}

In above syntax, the condition is checked first. If it is true, then the program control flow goes inside the braces and executes the block of statements associated with it. If it returns false, then it executes the else part of a program.

#### Program :

/\* Program to demonstrate if-else statement.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int no;

clrscr();

printf("\n Enter Number :");

scanf("%d",&no);

if(no%2==0)

printf("\n\n Number is even !");

else

printf("\n\n Number is odd !");

getch();

}

#### Output :

Enter Number : 11

Number is odd !\_

# NESTED IF-ELSE STATEMENT :

It is a conditional statement which is used when we want to check more than 1 conditions at a time in a same program. The conditions are executed from top to bottom checking each condition whether it meets the conditional criteria or not. If it found the condition is true then it executes the block of associated statements of true part else it goes to next condition to execute.

**Syntax:**

if(condition)

{

if(condition)

{

statements;

}

else

{

statements;

}

}

else

{

statements;

}

In above syntax, the condition is checked first. If it is true, then the program control flow goes inside the braces and again checks the next condition. If it is true then it executes the block of statements associated with it else executes else part.

#### Program :

/\* Program to demonstrate nested if-else statement.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int no;

clrscr();

printf("\n Enter Number :");

scanf("%d",&no);

if(no>0)

{

printf("\n\n Number is greater than 0 !");

}

else

{

if(no==0)

{

printf("\n\n It is 0 !");

}

else

{

printf("Number is less than 0 !");

}

}

getch();

}

#### Output :

Enter Number : 0

It is 0 !\_

# SWITCH CASE STATEMENT :

This is a multiple or multiway brancing decision making statement.

When we use nested if-else statement to check more than 1 conditions then the complexity of a program increases in case of a lot of conditions. Thus, the program is difficult to read and maintain. So to overcome this problem, C provides 'switch case'.

Switch case checks the value of a expression against a case values, if condition matches the case values then the control is transferred to that point.

**Syntax:**

switch(expression)

{

case expr1:

statements;

break;

case expr2:

statements;

break;  
- - - - - - - - - - - - - - - - - - - - - - - - - - -

- - - - - - - - - - - - - - - - - - - - - - - - - - -

- - - - - - - - - - - - - - - - - - - - - - - - - - -

case exprn:

statements;

break;

default:

statements;

}

In above syntax, switch, case, break are keywords.

expr1, expr2 are known as 'case labels.'

Statements inside case expression need not to be closed in braces.

Break statement causes an exit from switch statement.

Default case is optional case. When neither any match found, it executes.

#### Program :

/\* Program to demonstrate switch case statement.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int no;

clrscr();

printf("\n Enter any number from 1 to 3 :");

scanf("%d",&no);

switch(no)

{

case 1:

printf("\n\n It is 1 !");

break;

case 2:

printf("\n\n It is 2 !");

break;

case 3:

printf("\n\n It is 3 !");

break;

default:

printf("\n\n Invalid number !");

}

getch();

}

#### Output 1:

Enter any number from 1 to 3 : 3

It is 3 !\_

***Output 2 :***

Enter any number from 1 to 3 : 5

Invalid number !\_

## \* Rules for declaring switch case :

* The case label should be integer or character constant.
* Each compound statement of a switch case should contain break statement to exit from case.
* Case labels must end with (:) colon.

## \* Advantages of switch case :

* Easy to use.
* Easy to find out errors.
* Debugging is made easy in switch case.
* Complexity of a program is minimized.

# LOOPING STATEMENTS / ITERATIVE STATEMENTS :

'A loop' is a part of code of a program which is executed repeatedly.

A loop is used using condition. The repetition is done until condition becomes condition true.

A loop declaration and execution can be done in following ways.

* Check condition to start a loop
* Initialize loop with declaring a variable.
* Executing statements inside loop.
* Increment or decrement of value of a variable.

## \* Types of looping statements :

Basically, the types of looping statements depends on the condition checking mode. Condition checking can be made in two ways as : Before loop and after loop. So, there are 2(two) types of looping statements.

* Entry controlled loop
* Exit controlled loop

**1. Entry controlled loop :**

In such type of loop, the test condition is checked first before the loop is executed.

Some common examples of this looping statements are :

* [**while loop**](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/while-loop.asp)
* [**for loop**](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/for-loop.asp)

**2. Exit controlled loop :**

In such type of loop, the loop is executed first. Then condition is checked after block of statements are executed. The loop executed atleat one time compulsarily.

Some common example of this looping statement is :

* [**do-while loop**](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/do-while-loop.asp)

# WHILE LOOP :

This is an entry controlled looping statement. It is used to repeat a block of statements until condition becomes true.

**Syntax:**

while(condition)

{

statements;

increment/decrement;

}

In above syntax, the condition is checked first. If it is true, then the program control flow goes inside the loop and executes the block of statements associated with it. At the end of loop increment or decrement is done to change in variable value. This process continues until test condition satisfies.

#### Program :

/\* Program to demonstrate while loop.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int a;

clrscr();

a=1;

while(a<=5)

{

printf("\n GALAXIA");

a+=1 // i.e. a = a + 1

}

getch();

}

#### Output :

GALAXIA

GALAXIA

GALAXIA

GALAXIA

GALAXIA \_

# FOR LOOP :

This is an entry controlled looping statement.

In this loop structure, more than one variable can be initilized. One of the most important feature of this loop is that the three actions can be taken at a time like variable initilisation, condition checking and increment/decrement. The for loop can be more concise and flexible than that of while and do-while loops.

**Syntax:**

for(initialisation; test-condition; incre/decre)

{

statements;

}

In above syntax, the given three expressions are seperated by ';' (Semicolon)

**FEATURES :**

* More concise
* Easy to use
* Highly flexible
* More than one variable can be initilized.
* More than one increments can be applied.
* More than two conditions can be used.

#### Program :

/\* Program to demonstrate for loop.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int a;

clrscr();

for(i=0; i<5; i++)

{

printf("\n\t GALAXIA "); // 5 times

}

getch();

}

#### Output :

GALAXIA

GALAXIA

GALAXIA

GALAXIA

GALAXIA \_

# DO-WHILE LOOP :

This is an exit controlled looping statement.

Sometimes, there is need to execute a block of statements first then to check condition. At that time such type of a loop is used. In this, block of statements are executed first and then condition is checked.

**Syntax:**

do

{

statements;

(increment/decrement);

}while(condition);

In above syntax, the first the block of statements are executed. At the end of loop, while statement is executed. If the resultant condition is true then program control goes to evaluate the body of a loop once again. This process continues till condition becomes true. When it becomes false, then the loop terminates.

**Note: The while statement should be terminated with ; (semicolon).**

#### Program :

/\* Program to demonstrate do while loop.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int a;

clrscr();

a=1;

do

{

printf("\n\t GALAXIA "); // 5 times

a+=1; // i.e. a = a + 1

}while(a<=5);

a=6;

do

{

printf("\n\n\t Technowell"); // 1 time

a+=1; // i.e. a = a + 1

}while(a<=5);

getch();

}

#### Output :

GALAXIA

GALAXIA

GALAXIA

GALAXIA

GALAXIA

Technowell\_

# BREAK STATEMENT :

Sometimes, it is necessary to exit immediately from a loop as soon as the condition is satisfied.

When break statement is used inside a loop, then it can cause to terminate from a loop. The statements after break statement are skipped.

**Syntax :**

break;

**Figure :**

![stucture of break statement](data:image/png;base64,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)

#### Program :

/\* Program to demonstrate break statement.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int i;

clrscr();

for(i=1; ; i++)

{

if(i>5)

break;

printf("%d",i); // 5 times only

}

getch();

}

#### Output :

12345\_

# CONTINUE STATEMENT :

Sometimes, it is required to skip a part of a body of loop under specific conditions. So, C supports 'continue' statement to overcome this anomaly.

The working structure of 'continue' is similar as that of that break statement but difference is that it cannot terminate the loop. It causes the loop to be continued with next iteration after skipping statements in between. Continue statement simply skipps statements and continues next iteration.

**Syntax :**

continue;

**Figure :**

![stucture of continue statement](data:image/png;base64,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)

#### Program :

/\* Program to demonstrate continue statement.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int i;

clrscr();

for(i=1; i<=10; i++)

{

if(i==6)

continue;

printf("\n\t %d",i); // 6 is omitted

}

getch();

}

#### Output :

1

2

3

4

5

7

8

9

10\_

# GOTO STATEMENT :

It is a well known as 'jumping statement.' It is primarily used to transfer the control of execution to any place in a program. It is useful to provide branching within a loop.

When the loops are deeply nested at that if an error occurs then it is difficult to get exited from such loops. Simple break statement cannot work here properly. In this situations, goto statement is used.

**Syntax :**

goto [expr];

**Figure :**

![stucture of goto statement](data:image/png;base64,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)

#### Program :

/\* Program to demonstrate goto statement.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int i=1, j;

clrscr();

while(i<=3)

{

for(j=1; j<=3; j++)

{

printf(" \* ");

if(j==2)

goto stop;

}

i = i + 1;

}

stop:

printf("\n\n Exited !");

getch();

}

#### Output :

\* \*

Exited\_

### CONTENTS :

1. [Functions](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/functions-in-c.asp#func)
2. [Types of Functions :](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/functions-in-c.asp#type)
   * [Built In Functions](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/functions-in-c.asp#built)
   * [User Defined Functions](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/functions-in-c.asp#usr)
3. [Function Call By Passing Value](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/functions-in-c.asp#cbpv)
4. [Function Call By Returning Value](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/functions-in-c.asp#cbrv)
5. [Function Call By Passing and Returning Value](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/functions-in-c.asp#parv)
6. [Advantages](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/functions-in-c.asp#adv)
7. [Recursion (Recursive Function)](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/functions-in-c.asp#rec)

# FUNCTIONS IN C :

The function is a self contained block of statements which performs a coherent task of a same kind.

C program does not execute the functions directly. It is required to invoke or call that functions. When a function is called in a program then program control goes to the function body. Then, it executes the statements which are involved in a function body. Therefore, it is possible to call fuction whenever we want to process that functions statements.

### TYPES OF FUNCTIONS :

There are 2(two) types of functions as:

**1. Built in Functions  
2. User Defined Functions**  
  
**1. BUILT IN FUNCTIONS :**

These functions are also called as 'library functions'. These functions are provided by system. These functions are stored in library files. e.g.

* scanf()
* printf()
* strcpy
* strlwr
* strcmp
* strlen
* strcat

**1. USER DEFINED FUNCTIONS :**

The functions which are created by user for program are known as 'User defined functions'.

**Syntax:**

void main()

{

// Function prototype

<return\_type><function\_name>([<argu\_list>]);

// Function Call

<function\_name>([<arguments>]);

}

// Function definition

<return\_type><function\_name>([<argu\_list>]);

{

<function\_body>;

}

#### Program :

/\* Program to demonstrate function.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void add()

{

int a, b, c;

clrscr();

printf("\n Enter Any 2 Numbers : ");

scanf("%d %d",&a,&b);

c = a + b;

printf("\n Addition is : %d",c);

}

void main()

{

void add();

add();

getch();

}

#### Output :

Enter Any 2 Numbers : 23 6

Addition is : 29\_

### ADVANTAGES :

* It is easy to use.
* Debugging is more suitable for programs.
* It reduces the size of a program.
* It is easy to understand the actual logic of a program.
* Highly suited in case of large programs.
* By using functions in a program, it is possible to construct modular and structured programs.

# FUNCTION CALL BY PASSING VALUE :

When a function is called by passing value of variables then that function is known as 'function call by passing values.'

**Syntax:**

// Declaration

void <function\_name>(<data\_type><var\_nm>);

// Calls

<function\_name>(<var\_nm>);

// Definition

void <function\_name>(<data\_type><var\_nm>);

{

<function\_body>;

- - - - - - - -;

}

#### Program :

/\* Program to demonstrate function call by passing value.

Creation Date :

Author : \*/

#include <stdio.h>

#include <conio.h>

void printno(int a)

{

printf("\n Number is : %d", a);

}

void main()

{

int no;

void printno(int);

clrscr();

printf("\n Enter Number : ");

scanf("%d", &no);

printno(no);

getch();

}

#### Output :

Enter Number : 21

Number is : 21\_

# FUNCTION CALL BY RETURNING VALUE :

When a function returns value of variables then that function is known as 'function call by returning values.'

**Syntax:**

// Declaration

<data\_type><function\_name>();

// Calls

<variable\_of\_function>=<function\_nm>();

// Definition

<data\_type><function\_name>()

{

<function\_body>;

- - - - - - - -;

return <variable\_of\_function>;

}

#### Program :

/\* Program to demonstrate function call by returning value.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

int number()

{

int no;

printf("\n Enter Number : ");

scanf("%d",&no);

return no;

}

void main()

{

int no;

int number();

clrscr();

no = number();

printf("\n Number is : %d",no);

getch();

}

#### Output :

Enter Number : 5

Number is : 5\_

# FUNCTION CALL BY PASSING AND RETURNING VALUE :

When a function passes and returns value of variables then that function is known as 'function call by passing and returning values.'

#### Program :

/\* Program to demonstrate function call by passing and returning value.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

int number(int n)

{

return n;

}

void main()

{

int number(int);

int a = number(4);

clrscr();

printf("\n Number is : %d",a);

getch();

}

#### Output :

Number is : 4\_

# RECURSION (RECURSIVE FUNCTION) :

When a function of body calls the same function then it is called as 'recursive function.'

**Example:**

Recursion()

{

printf("Recursion !");

Recursion();

}

#### Program :

/\* Program to demonstrate function recursion.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

Recursion()

{

int no;

printf("\nRecursion... ");

printf("\n\n Enter Number : ");

scanf("%d",&no);

if (no==3)

exit(0);

else

Recursion();

}

void main()

{

clrscr();

Recursion();

}

#### Output :

Recursion...

Enter Number : 2

Recursion...

Enter Number : 1

Recursion...

Enter Number : 3\_

### Features :

* There should be at least one if statement used to terminate recursion.
* It does not contain any looping statements.

### Advantages :

* It is easy to use.
* It represents compact programming strctures.

### Disadvantages :

* It is slower than that of looping statements because each time function is called.

### Note :

* It can be applied to calculate factorial of a number, fibonancci series.

# STORAGE CLASS :

'Storage' refers to the scope of a variable and memory allocated by compiler to store that variable. Scope of a variable is the boundary within which a varible can be used. Storage class defines the the scope and lifetime of a variable.

From the point view of C compiler, a variable name identifies physical location from a computer where varaible is stored. There are two memory locations in a computer system where variables are stored as : Memory and CPU Registers.

**FUNCTIONS OF STORAGE CLASS :**

To detemine the location of a variable where it is stored ?

Set initial value of a variable or if not specified then setting it to default value.

Defining scope of a variable.

To determine the life of a variable.

### TYPES OF STORAGE CLASSES :

Storage classes are categorised in 4 (four) types as,

* [Automatic Storage Class](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/automatic-storage-class.asp)
* [Register Storage Class](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/register-storage-class.asp)
* [Static Storage Class](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/static-storage-class.asp)
* [External Storage Class](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/external-storage-class.asp)

# AUTOMATIC STORAGE CLASS :

* Keyword : auto
* Storage Location : Main memory
* Initial Value : Garbage Value
* Life : Control remains in a block where it is defined.
* Scope : Local to the block in which variable is declared.

**Syntax :**

auto [data\_type] [variable\_name];

**Example :**

auto int a;

#### Program :

/\* Program to demonstrate automatic storage class.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

auto int i=10;

clrscr();

{

auto int i=20;

printf("\n\t %d",i);

}

printf("\n\n\t %d",i);

getch();

}

#### Output :

20

10\_

# REGISTER STORAGE CLASS :

* Keyword : register
* Storage Location : CPU Register
* Initial Value : Garbage
* Life : Local to the block in which variable is declared.
* Scope : Local to the block.

**Syntax :**

register [data\_type] [variable\_name];

**Example :**

register int a;

When the calculations are done in CPU, then the value of variables are transferred from main memory to CPU. Calculations are done and the final result is sent back to main memory. This leads to slowing down of processes.

Register variables occur in CPU and value of that register variable is stored in a register within that CPU. Thus, it increases the resultant speed of operations. There is no waste of time, getting variables from memory and sending it to back again.

It is not applicable for arrays, structures or pointers.

It cannot not used with static or external storage class.

Unary and address of (&) cannot be used with these variables as explicitly or implicitly.

#### Program :

/\* Program to demonstrate register storage class.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

register int i=10;

clrscr();

{

register int i=20;

printf("\n\t %d",i);

}

printf("\n\n\t %d",i);

getch();

}

#### Output :

20

10\_

# STATIC STORAGE CLASS :

* Keyword : static
* Storage Location : Main memory
* Initial Value : Zero and can be initialize once only.
* Life : depends on function calls and the whole application or program.
* Scope : Local to the block.

**Syntax :**

static [data\_type] [variable\_name];

**Example :**

static int a;

There are two types of static variables as :   
a) Local Static Variable  
b) Global Static Variable

Static storage class can be used only if we want the value of a variable to persist between different function calls.

#### Program :

/\* Program to demonstrate static storage class.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int i;

void incre(void);

clrscr();

for (i=0; i<3; i++)

incre();

getch();

}

void incre(void)

{

int avar=1;

static int svar=1;

avar++;

svar++;

printf("\n\n Automatic variable value : %d",avar);

printf("\t Static variable value : %d",svar);

}

#### Output :

Automatic variable value : 2 Static variable value : 2

Automatic variable value : 2 Static variable value : 3

Automatic variable value : 2 Static variable value : 4\_

# EXTERNAL STORAGE CLASS :

* Keyword : extern
* Storage Location : Main memory
* Initial Value : Zero
* Life : Until the program ends.
* Scope : Global to the program.

**Syntax :**

extern [data\_type] [variable\_name];

**Example :**

extern int a;

The variable access time is very fast as compared to other storage classes. But few registers are available for user programs.

The variables of this class can be referred to as 'global or external variables.' They are declared outside the functions and can be invoked at anywhere in a program.

#### Program :

/\* Program to demonstrate external storage class.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

extern int i=10;

void main()

{

int i=20;

void show(void);

clrscr();

printf("\n\t %d",i);

show();

getch();

}

void show(void)

{

printf("\n\n\t %d",i);

}

#### Output :

20

10\_

# ARRAY :

Array is a collection of homogenous data stored under unique name. The values in an array is called as 'elements of an array.' These elements are accessed by numbers called as 'subscripts or index numbers.' Arrays may be of any variable type.

Array is also called as 'subscripted variable.'

### TYPES OF AN ARRAY :

1. [One / Single Dimensional Array](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/one-single-dimensional-array-in-c.asp#oned)
2. [Two Dimensional Array](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/two-dimensional-array.asp)

# SINGLE / ONE DIMENSIONAL ARRAY :

The array which is used to represent and store data in a linear form is called as 'single or one dimensional array.'

**Syntax:**

<data-type> <array\_name> [size];

**Example:**

int a[3] = {2, 3, 5};

char ch[20] = "TechnoExam" ;

float stax[3] = {5003.23, 1940.32, 123.20} ;

**Total Size (in Bytes):**

total size = length of array \* size of data type

In above example, a is an array of type integer which has storage size of 3 elements. The total size would be 3 \* 2 = 6 bytes.

## Memory Allocation :

![Single dimensional array](data:image/png;base64,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)

Memory allocation for one dimensional array

#### Program :

/\* Program to demonstrate one dimensional array.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int a[3], i;;

clrscr();

printf("\n\t Enter three numbers : ");

for(i=0; i<3; i++)

{

scanf("%d", &a[i]); // read array

}

printf("\n\n\t Numbers are : ");

for(i=0; i<3; i++)

{

printf("\t %d", a[i]); // print array

}

getch();

}

#### Output :

Enter three numbers : 9 4 6

Numbers are : 9 4 6\_

**Features :**

* Array size should be positive number only.
* String array always terminates with null character ('\0').
* Array elements are countered from 0 to n-1.
* Useful for multiple reading of elements (numbers).

**Disadvantages :**

* There is no easy method to initialize large number of array elements.
* It is difficult to initialize selected elements.

# TWO DIMENSIONAL ARRAY :

The array which is used to represent and store data in a tabular form is called as 'two dimensional array.' Such type of array specially used to represent data in a matrix form.

The following syntax is used to represent two dimensional array.

**Syntax:**

<data-type> <array\_nm> [row\_subscript][column-subscript];

**Example:**

int a[3][3];

In above example, a is an array of type integer which has storage size of 3 \* 3 matrix. The total size would be 3 \* 3 \* 2 = 18 bytes.

It is also called as 'multidimensional array.'

## Memory Allocation :

![Two dimensional array](data:image/png;base64,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)

Memory allocation for two dimensional array

#### Program :

/\* Program to demonstrate two dimensional array.  
Creation Date :

Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int a[3][3], i, j;

clrscr();

printf("\n\t Enter matrix of 3\*3 : ");

for(i=0; i<3; i++)

{

for(j=0; j<3; j++)

{

scanf("%d",&a[i][j]); //read 3\*3 array

}

}

printf("\n\t Matrix is : \n");

for(i=0; i<3; i++)

{

for(j=0; j<3; j++)

{

printf("\t %d",a[i][j]); //print 3\*3 array

}

printf("\n");

}

getch();

}

#### Output :

Enter matrix of 3\*3 : 3 4 5 6 7 2 1 2 3

Matrix is :

3 4 5

6 7 2

1 2 3\_

**Limitations of two dimensional array :**

* We cannot delete any element from an array.
* If we dont know that how many elements have to be stored in a memory in advance, then there will be memory wastage if large array size is specified.

# STRUCTURE :

**Structure** is user defined data type which is used to store heterogeneous data under unique name. Keyword 'struct' is used to declare structure.

The variables which are declared inside the structure are called as 'members of structure'.

**Syntax:**

struct structure\_nm

{

<data-type> element 1;

<data-type> element 2;

- - - - - - - - - - -

- - - - - - - - - - -

<data-type> element n;

}struct\_var;

**Example :**

struct emp\_info

{

char emp\_id[10];

char nm[100];

float sal;

}emp;

**Note :**

1. Structure is always terminated with semicolon (;).

2. Structure name as emp\_info can be later used to declare structure variables of its type in a program.

## Instances of Structure :

Instances of structure can be created in two ways as,

**Instance 1:**

struct emp\_info

{

char emp\_id[10];

char nm[100];

float sal;

}emp;

**Instance 2:**

struct emp\_info

{

char emp\_id[10];

char nm[100];

float sal;

};

struct emp\_info emp;

In above example, emp\_info is a simple structure which consists of stucture members as Employee ID(emp\_id), Employee Name(nm), Employee Salary(sal).

## Aceessing Structure Members :

Structure members can be accessed using member operator '**.**' . It is also called as '**dot operator**' or '**period operator**'.

structure\_var.member;

#### Program :

/\* Program to demonstrate structure.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

struct comp\_info

{

char nm[100];

char addr[100];

}info;

void main()

{

clrscr();

printf("\n Enter Company Name : ");

gets(info.nm);

printf("\n Enter Address : ");

gets(info.addr);

printf("\n\n Company Name : %s",info.nm);

printf("\n\n Address : %s",info.addr);

getch();

}

#### Output :

Enter Company Name : GALAXIA INFOTECH

Enter Address : NEAR BOYS POLYTECHNIC , RANCHI

Company Name : GALAXIA INFOTECH

Address : NEAR BOYS POLYTECHNIC , RANCHI

# Array in Structures :

Sometimes, it is necessary to use structure members with array.

#### Program :

/\* Program to demonstrate array in structures.  
Creation Date :

Author : \*/

#include <stdio.h>

#include <conio.h>

struct result

{

int rno, mrks[5];

char nm;

}res;

void main()

{

int i,total;

clrscr();

total = 0;

printf("\n\t Enter Roll Number : ");

scanf("%d",&res.rno);

printf("\n\t Enter Marks of 3 Subjects : ");

for(i=0;i<3;i++)

{

scanf("%d",&res.mrks[i]);

total = total + res.mrks[i];

}

printf("\n\n\t Roll Number : %d",res.rno);

printf("\n\n\t Marks are :");

for(i=0;i<3;i++)

{

printf(" %d",res.mrks[i]);

}

printf("\n\n\t Total is : %d",total);

getch();

}

#### Output :

Enter Roll Number : 1

Enter Marks of 3 Subjects : 63 66 68

Roll Number : 1

Marks are : 63 66 68

Total is : 197\_

# Structure With Array :

We can create structures with array for ease of operations in case of getting multiple same fields.

#### Program :

/\* Program to demonstrate Structure With Array.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

struct emp\_info

{

int emp\_id;

char nm[50];

}emp[2];

void main()

{

int i;

clrscr();

for(i=0;i<2;i++)

{

printf("\n\n\t Enter Employee ID : ");

scanf("%d",&emp[i].emp\_id);

printf("\n\n\t Employee Name : ");

scanf("%s",emp[i].nm);

}

for(i=0;i<2;i++)

{

printf("\n\t Employee ID : %d",emp[i].emp\_id);

printf("\n\t Employee Name : %s",emp[i].nm);

}

getch();

}

#### Output :

Enter Employee ID : 1

Employee Name : ABC

Enter Employee ID : 2

Employee Name : XYZ

Employee ID : 1

Employee Name : ABC

Employee ID : 2

Employee Name : XYZ\_

# Structures within Structures (Nested Structures) :

Structures can be used as structures within structures. It is also called as 'nesting of structures'.

**Syntax:**

struct structure\_nm

{

<data-type> element 1;

<data-type> element 2;

- - - - - - - - - - -

- - - - - - - - - - -

<data-type> element n;

struct structure\_nm

{

<data-type> element 1;

<data-type> element 2;

- - - - - - - - - - -

- - - - - - - - - - -

<data-type> element n;

}inner\_struct\_var;

}outer\_struct\_var;

**Example :**

struct stud\_Res

{

int rno;

char nm[50];

char std[10];

struct stud\_subj

{

char subjnm[30];

int marks;

}subj;

}result;

In above example, the structure stud\_Res consists of stud\_subj which itself is a structure with two members. Structure stud\_Res is called as 'outer structure' while stud\_subj is called as 'inner structure.' The members which are inside the inner structure can be accessed as follow :

result.subj.subjnm

result.subj.marks

#### Program :

/\* Program to demonstrate nested structures.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

struct stud\_Res

{

int rno;

char std[10];

struct stud\_Marks

{

char subj\_nm[30];

int subj\_mark;

}marks;

}result;

void main()

{

clrscr();

printf("\n\t Enter Roll Number : ");

scanf("%d",&result.rno);

printf("\n\t Enter Standard : ");

scanf("%s",result.std);

printf("\n\t Enter Subject Code : ");

scanf("%s",result.marks.subj\_nm);

printf("\n\t Enter Marks : ");

scanf("%d",&result.marks.subj\_mark);

printf("\n\n\t Roll Number : %d",result.rno);

printf("\n\n\t Standard : %s",result.std);

printf("\nSubject Code : %s",result.marks.subj\_nm);

printf("\n\n\t Marks : %d",result.marks.subj\_mark);

getch();

}

#### Output :

Enter Roll Number : 1

Enter Standard : MCA(Sci)-I

Enter Subject Code : SUB001

Enter Marks : 63

Roll Number : 1

Standard : MCA(Sci)-I

Subject Code : SUB001

Marks : 63\_

# POINTER :

Pointer is a variable which holds the memory address of another variable. Pointers are represented by '\*'. It is a derive data type in C. Pointer returns the value of stored address.

**Syntax:**

<data\_type> \*pointer\_name;

In above syntax,   
\* = variable pointer\_name is a pointer variable.   
pointer\_name requires memory location   
pointer\_name points to a variable of type data type.

**HOW TO USE ?**

int \*tot;

**Illustration :**

int tot = 95;

**Figure :**

![pointer representation](data:image/png;base64,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)

In above example, the statement instructs the system to find out a location for integer variable quantity and puts the values 95 in that memory location.

**Features of Pointer :**  
\* Pointer variable should have prefix '\*'.  
\* Combination of data types is not allowed.  
\* Pointers are more effective and useful in handling arrays.  
\* It can also be used to return multiple values from a funtion using function arguments.  
\* It supports dynamic memory management.  
\* It reduces complexity and length of a program.  
\* It helps to improve execution speed that results in reducing program execution time.

#### Program :

/\* Program to demonstrate pointer.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

void main()

{

int a=10;

int \*ptr;

clrscr();

ptr = &a;

printf("\n\t Value of a : %d", a);

scanf("\n\n\t Value of pointer ptr : %d", \*ptr);

printf("\n\n\t Address of pointer ptr : %d", ptr);

getch();

}

#### Output :

Value of a : 10

Value of pointer ptr : 10

Address of pointer ptr : -12\_

# UNION :

Union is user defined data type used to stored data under unique variable name at single memory location.

Union is similar to that of stucture. Syntax of union is similar to stucture. But the major **difference between structure and union is 'storage.'** In structures, each member has its own storage location, whereas all the members of union use the same location. Union contains many members of different types, it can handle only one member at a time.

To declare union data type, 'union' keyword is used.

Union holds value for one data type which requires larger storage among their members.

**Syntax:**

union union\_name

{

<data-type> element 1;

<data-type> element 2;

<data-type> element 3;

}union\_variable;

**Example:**

union student

{

int roll;

char name[30];

float percentage;

}stu;

In above example, it declares stu variable of type union. The union contains three members as data type of int, char, float. We can use only one of them at a time.

## Memory Allocation :

![C union](data:image/png;base64,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)

Memory allocation for union

To access union members, we can use the following syntax.

stu.roll

stu.name

stu.percentage

#### Program :

/\* Program to demonstrate union.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

union galaxia\_infotech

{

int id;

char nm[50];

}emp;

void main()

{

clrscr();

printf("\n\t Enter developer id : ");

scanf("%d", & emp.id);

printf("\n\n\t Enter developer name : ");

scanf("%s", emp.nm);

printf("\n\n Developer ID : %d", emp.id);//Garbage

printf("\n\n Developed By : %s", emp.nm);

getch();

}

#### Output :

Enter developer id : 7

Enter developer name : NANDAN JAISWAL

Developer ID : 7

Developed By : NANDAN JAISWAL

# STRING HANDLING IN C :

**STRING :**

A string is a collection of characters. Strings are always enlosed in double quotes as "string\_constant".

Strings are used in string handling operations such as,

* Counting the length of a string.
* Comparing two strings.
* Copying one string to another.
* Converting lower case string to upper case.
* Converting upper case string to lower case.
* Joining two strings.
* Reversing string.

### Declaration :

The string can be declared as follow :

**Syntax:**

char string\_nm[size];

**Example:**

char name[50];

### String Structure :

When compiler assigns string to character array then it automatically supplies **null character ('\0')** at the end of string. Thus, size of string = original length of string + 1.

char name[8];

name = "GALAXIA";

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| ‘G’ | ‘A’ | ‘L’ | ‘A’ | ‘X’ | ‘I’ | ‘A’ | ‘\0’ |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |

### Read Strings :

To read a string, we can use scanf() function with format specifier %s.

char name[50];

scanf("%s",name);

The above format allows to accept only string which does not have any blank space, tab, new line, form feed, carriage return.

### Write Strings :

To write a string, we can use printf() function with format specifier %s.

char name[50];

scanf("%s",name);

printf("%s",name);

# string.h header file :

'string.h' is a header file which includes the declarations, functions, constants of string handling utilities. These string functions are widely used today by many programmers to deal with string operations.

Some of the standard member functions of string.h header files are,

#### Program :

/\* Program to demonstrate string.h header file working.  
Creation Date :   
Author : \*/

#include <stdio.h>

#include <conio.h>

#include <string.h>

void main()

{

char str[50];

clrscr();

printf("\n\t Enter your name : ");

gets(str);

printf("\nLower case of string: %s",strlwr(str));

printf("\nUpper case of string: %s",strupr(str));

printf("\nReverse of string: %s",strrev(str));

printf("\nLength of String: %d",strlen(str));

getch();

}

#### Output :

Enter your name : Galaxia

Lower case of string: galaxia

Upper case of string: GALAXIA

Reverse of string: AIXALAG

Length of String: 7\_

# Header File in C :

Header file contains different predefined functions, which are required to run the program. All header files should be included explicitly before main ( ) function.

It allows programmers to seperate functions of a program into reusable code or file. It contains declarations of variables, subroutines. If we want to declare identifiers in more than one source code file then we can declare such identifiers in header file. Header file has extension like '\*.h'. The prototypes of library functions are gathered together into various categories and stored in header files.

E.g. All prototypes of standard input/output functions are stored in header file 'stdio.h' while console input/output functions are stored in 'conio.h'.

The header files can be defined or declared in two ways as

Method 1 : #include "header\_file-name"  
Method 2 : #include <header\_file-name>

Method 1 is used to link header files in current directory as well as specified directories using specific path. The path must be upto 127 characters. This is limit of path declaration. Method 2 is used to link header files in specified directories only.

# Standard Header Files :

Followings are the some commonly used header files which plays a vital role in C programming :

|  |  |  |
| --- | --- | --- |
| [Assert.h](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/assert.h-file.asp) | [Ctype.h](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/ctype.h-file.asp) | [Math.h](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/math.h-file.asp) |
| [Process.h](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/process.h-file.asp) | [Stdio.h](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/stdio.h-file.asp) | [Stdlib.h](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/stdlib.h-file.asp) |
| [String.h](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/string.h-file.asp) | [Time.h](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/time.h-file.asp) | [Graphics.h](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/graphics.h-file.asp) |

**CONTENTS :**

This section contains following key points that discusses the various key terminologies involved in C programming.

* [Contents](http://www.technoexam.com/)
* What is C ? :
  + [What is C ?](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/introduction-to-c-programming.asp)
  + [Execution of C Program](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/introduction-to-c-programming.asp#exe)
* [History](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/history-development-evolution.asp)
* [Structure of C Program](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/basic-structure-of-c-program.asp)
* Variables and Keywords :
  + [Character Set](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/variables-keywords-identifier.asp#techno1)
  + [Identifier](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/variables-keywords-identifier.asp#techno2)
  + [Variable](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/variables-keywords-identifier.asp#techno3)
  + [Keywords](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/variables-keywords-identifier.asp#techno4)
  + [Escape Sequence Characters (Backslash Character Constants) in C](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/variables-keywords-identifier.asp#techno5)
* Constants :
  + [Real Constant](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/constants-in-c.asp#real)
  + [Integer Constant](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/constants-in-c.asp#int)
  + [Character Constant](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/constants-in-c.asp#char)
  + [String Constant](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/constants-in-c.asp#str)
* Data Types :
  + [Data Types](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/data-types-enum-typedef.asp#dtypes)
  + [Qualifier](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/data-types-enum-typedef.asp#qualifier)
  + [Enum](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/data-types-enum-typedef.asp#enum)
  + [Typedef](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/data-types-enum-typedef.asp#typedef)
* Operators :
  + [Assignment Operator](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/operators-conditional-in-c.asp)
  + [Arithmetic Operators](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/operators-conditional-in-c.asp)
  + [Logical Operators](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/operators-conditional-in-c.asp)
  + [Relational Operators](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/operators-conditional-in-c.asp)
  + [Shorthand Operators](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/operators-conditional-in-c.asp)
  + [Unary Operators](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/operators-conditional-in-c.asp)
  + [Conditional / Ternary Operator](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/operators-conditional-in-c.asp)
  + [Biwise Operators](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/operators-conditional-in-c.asp)
  + [Operator Precedence and Associativity](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/operators-precedence-associativity.asp)
* Decision / Control Statements :
  + [Decision / Control Statements](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/conditional-statements-c.asp)
  + [If Statement](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/if-statement.asp)
  + [If-Else Statement](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/if-else-statement.asp)
  + [Nested If-Else](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/nested-if-else-statement.asp)
  + [Switch Case](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/switch-case.asp)
* Looping Statements
  + [Looping / Iterative Statements](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/looping-statements-c.asp)
  + [while](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/while-loop.asp)
  + [do while](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/do-while-loop.asp)
  + [for loop](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/for-loop.asp)
* [Break Statement](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/break-statement.asp)
* [Continue Statement](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/continue-statement.asp)
* [Goto](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/goto-statement.asp)
* Functions :
  + [Functions](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/functions-in-c.asp)
  + [Function call by passing value](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/Function-Call-By-Passing-Value.asp)
  + [Function call by returning value](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/Function-Call-By-Returning-Value.asp)
  + [Function call by passing and returning value](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/Function-Call-By-Passing-and-Returning-Value.asp)
  + [Recursion](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/recursive-function-recursion.asp)
* Storage Classes :
  + [Storage Classes](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/storage-class-of-variable.asp)
  + [Automatic Storage Class (auto)](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/automatic-storage-class.asp)
  + [Register Storage Class (register)](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/register-storage-class.asp)
  + [Static Storage Class (static)](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/static-storage-class.asp)
  + [External Storage Class (extern)](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/external-storage-class.asp)
* Array :
  + [Array](http://www.technoexam.com/c-language-lecture-study-notes-tutorials-material/one-single-dimensional-array-in-c.asp)
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